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Statement of work: 
 

Joseph Lee 

My primary role for the project was processing output from the game code to draw the 

corresponding actions on the light emitting diode (LED) matrix. Initially, the microcontroller would 

communicate via serial peripheral interface (SPI) to a driver chip that would interface with the LED 

matrix. I created C code that would create the necessary SPI signals to interact with LEDs on the matrix, 

but when testing with the driver and matrix, there were problems that we were unable to debug due to 

lack of documentation. We decided to communicate directly to the matrix without the driver chip. I 

worked with Boheng to develop this new method of writing directly to the matrix which involved 

optimizing the code to run faster to get a result with little aliasing and flickering on the matrix.  

My secondary role was designing and printing the 3D printed enclosure that would house all the 

components of the project. Additionally, I worked with Jacob to assemble and test the printed circuit 

board (PCB). 

Boheng Mu 

My primary role in the project was designing and implementing game logic. Some of the tasks 

include processing the input from James, designing the player movement mechanics, and the output 

routine. I also coordinated the integration of the embedded code between teammates, managed the 

collaborative GitHub code base, delegated pins mapping needed on the MSP, and designed the interrupt 

routine that will run the entire game. For the game logic, I recreated the game in C code from scratch, 

designing the overarching architecture of the code. At first, I designed the game for terminal output and 

keyboard due to the lack of an LED board and input components. Then I transformed the game to fit 

with the actual components that we have and integrated it with the code that other teammates have 

written. 

Along with the game design, I was also tasked to finish the LED matrix implementation, with the 

help of Joseph. Which involved finding a way to drive the LED board directly through its 16-pin interface. 

I wrote the routine that would refresh the board with the desired image of a 32 x32 matrix. Additionally, 

I implemented anti-ghosting methods and, with the help of Joseph, optimized the code to prevent 

flickering.  

Jacob Taylor 

 My primary role for the project was the design and assembly of the hardware. The hardware 

includes the power supply, input devices, scoreboard, and LED matrix. My job was to design an overall 

schematic with different hierarchical blocks to represent the subsystems on KiCad, design the footprints 

for parts that did not have an ECAD model, design of the PCB, and assembly of the PCB. I was also 

responsible for the research of parts that were needed along with helping get those ordered. I fully 

soldered the PCB was used various test points and header pins to make our hardware testable before 

application.  

 My secondary role was to help design the 3D printed enclosure that the hardware would sit in. I 

also helped with the construction and assembly of said enclosure. 



James Tsai 

My primary role for the project was processing the user input devices: the joystick, rotary 

encoder, and push button. I created the initial input schematics using KiCad, and I wrote the interrupt 

routines for the inputs and implemented a queue for the inputs to be read by the game logic correctly 

using embedded C programming. I worked with Boheng to create initial testing for the input devices by 

verifying expected output in the Code Composer Studio (CCS) terminal, as well as verifying functionality 

with the LED matrix using a breadboard.  

My secondary role was to program the LED matrix game messages, which include the 

scoreboard, error messages, and game winner messages. Based on the current game state and 

processed inputs, the messages were displayed at the bottom of the LED matrix in various colors.  
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Abstract  

This project will recreate the classic game dots and boxes using electric components. The system 

will contain a light emitting diode (LED) array for display, a joystick and rotary encoder for players’ input, 

a push buttons to confirm players’ moves, two 7-segment displays as the scoreboard, a microcontroller 

to control the electrical components, and a software program to determine the logic of the game. The 

microcontroller will deterministically receive player input from the joystick, rotary encoder, and button, 

then pass it to the software program where the game state will be updated and reflected on the LED 

array and the scoreboard. This project transforms a game that is normally played with paper and pen 

into a more efficient and autonomous platform, providing a better experience.  

Background  
Introduction to Dots and Boxes  

Dots and Boxes is a turn-based, zero-sum game between two players. It was first theorized in 

1981 by a French mathematician [1] and is now enlisted as a chess game for the Computer Olympiad. 

Despite its simple rules, the game offers a multitude of outcomes and strategies and is now the 

playground for many artificial intelligence and machine learning researchers. The rules of the game are 

as follows:   

(1) Players take turns drawing lines between dots on a n by m grid  

(2) If a player completes a box, they claim the square and may draw another line until they 

cannot complete a box (Figure 1)  

(3) Player with the most claimed boxes wins  

(4) Some adaptation of the game sets a timer for both players, when one timer has reached its 

end, the remaining blocks will be awarded to the player with time remaining.  

  

 

Figure 1. Dots and boxes movement 

 

Motivation  



This game is far from trivial and stimulates the brain by computationally challenging the players 

to obtain the greatest number of boxes. There has been a widespread usage of arcade entertainment 

systems, but unfortunately, there is no noteworthy adaptation of this simple, yet intriguing, game. 

Additionally, setting up the game on pen and paper requires much overhead, and throughout the game, 

players must keep track of the ownership of the square. Such limitations lead to paper and pen games 

usually smaller in size and unable to demonstrate the true marvel of the game, where its complexity 

increases exponentially with size.[2] For this reason, we want to recreate this classic game with 

electronic components where players can focus on the game play with an intuitive interface.  

Previous Work  

There are numerous previous works on the deconstruction of the game [1, 2, 3], and it is more 

focused on the gameplay and how to win the game with strategies. Numerous adaptations of the game 

have been found on the market including John Sands’ board game adaptation and many web versions of 

the game. [4] Currently, there’s no widely available physical and reusable board for dots and boxes, 

some remaining copies of the John Sands’ version can be found on secondhand enthusiasts' market. Our 

version of the dots and boxes will offer players an easy interface to select moves and alleviate the 

burden of constructing the board or the need to keep track and count the squares. Additionally, in 

contrast to the complete software version, our adaptation invites players to play face-to-face in person, 

with a physical interface. This is much needed today where our lives are increasingly virtual and 

isolated.  

Course Background  

In order to complete this project, we will draw on many experiences and knowledge from 

previous courses that we have taken. We will use our knowledge of basic circuit design, printed circuit 

board (PCB) design, circuit testing, and power delivery from the Fundamentals of Electrical Engineering 

series (ECE 2630, ECE 2660, ECE 3750). We will use our knowledge of embedded computing, 

deterministic input/output, microcontrollers, and motor control, from the Embedded Computing and 

Robotics series (CS/ECE 3501, CS/ECE 3502). Furthermore, robotic logic design and state representation 

knowledge will be used from the Embedded Computing and Robotics series and Digital Logic Design (ECE 

2330). Reconstruction of the game in software will draw on many computer science courses taken 

including Software Development Methods (CS 2110) and Program and Data Representation (CS 2150) 

for data structures and coding basics. We will be drawing from Advanced Software Development 

Methods (CS 3240) for software development skills. With the synthesis of the aforementioned courses, 

we will construct a working replica of the dots and boxes game.  

 

Physical Constraints 

Design Constraints 

There were many design constraints set by the Capstone course. Since the design team 

contained both electrical engineering and computer engineering majors, there was a requirement that 

the device had to combine hardware and an embedded system to satisfy all requirements for the major 

design experience put forth by the University of Virginia. Each design team was also limited to two PCB 



send outs out of three possible dates, October 17, October 31, and November 15. This would imply that 

the design of the PCB had to be completed by November 15.  

CPU Limitations 

 The microcontroller used in the project is the MSP432P401R [35]. This microcontroller was used 

since it contained a sufficient number of General Purpose Input/Output (GPIO) pins, as well as a 14-bit 

resolution analog to digital converter (ADC14). The CPU is limited by its ADC14 having a maximum 

reference voltage of 3.3V without using external voltage sources. This constraint led us to add a 3.3V 

linear regulator to supply the voltage input for the joystick input device. 

Software Availability 

 All software used was readily available for free download online. KiCad [8] was used to create 

schematics for the PCB design. CCS [5] was used to write the embedded C code for the user inputs, LED 

matrix, and game logic. GitHub[7] was used for software management and version control online.  

Manufacturing limitations 

 The PCB was manufactured by Advanced Circuits [23] so manufacturing limitations were to be 

followed according to the rules required to receive a discounted price for 2-layer boards. The most 

relevant limitations that needed to be followed were tolerances for minimum silkscreen line width, 

minimum 1 oz. copper trace width, and annular ring size for vias and component holes. The following 

shows the tolerances for each respectively.  

• 5 mil minimum line width 

• 3 mil minimum trace width 

• 5 mil annular ring minimum for vias 

• 7 mil annular ring minimum for component through holes 

The enclosure was 3D printed using a Creality Ender-3 Pro [37] which has a maximum build volume of 

220mm length, 220mm width, and 250mm height. This volume constraint would limit the size of prints 

that could be achieved in a single gcode file sent to the printer. 

Part Availability 

 All parts for hardware except the MSP432P401R were obtained through DigiKey Electronics [11]. 

Several basic components such as the inductor for the power supply proved hard to find suitable 

replacements for, and an LED matrix that interfaced with the microcontroller was difficult to find as well. 

All chosen parts were chosen based on price, datasheet specifications, and usability.  

Cost Constraints 

Fairly Unique Name 4 was given a budget of $500 to purchase the necessary components for the 

project. For our project, it was estimated that close to $100 of the budget would be spent on the LED 

matrix as it was the biggest and most complex component of the project. Due to the group already 

having access to a microcontroller for the project, much of the budget remained open to use and as 

such, duplicates of components such as the input devices were purchased for synchronous 

development.  



Tools Employed 

Hardware 

 The main tool for the design of hardware was KiCad. KiCad is a design suite that allows the 

editing of schematics, symbols, PCB, and footprints, all of which were used for this project. KiCad also 

allows for the use of hierarchical blocks and global labels to help better organize schematics, as well as a 

symbol editor and library to edit or create new symbols for components that are imported into the 

project file. The same applies with the PCB editor and footprints for components. The most important 

skill that was needed to effectively use KiCad was the global and local libraries that were required for 

parts that were imported in or created using the symbol and footprint editor.  

 Texas Instruments’ WeBench was used to help design the power supply for the project [25]. 

Since a TI brand switching and linear regulator was used for the 5-volt and 3.3-volt supply rails, 

WeBench offered recommended component selections given a set of parameters such as input and 

output voltages and currents. The National Instruments Virtual Bench [39] was used to test outputs of 

the MSP432 as well as verify functions of the PCB when assembled.  

Software 

All the embedded software was written in C using Code Compose Studio [5]. The MSP432 Driver Library 

[18] provided many basic functions that were used. GitHub [7] was used for version control in a central 

online storage. The main software skills that were improved involved finding various methods to speed 

up code, and adhering to the Barr Coding Standard [16]. Game design was a new skill that was acquired; 

integrating inputs, game logic, and outputs were key to creating a cohesive game. 

Mechanical 

 Autodesk Fusion 360 [25] was used to design the 3D printed enclosure and Ultimaker Cura [40] 

was used to slice the model to 3D print the necessary components. The Creality Ender-3 Pro was used to 

print the components used in the housing for the final enclosure. Due to the limited build volume of the 

Ender-3, the CAD model had to be segmented and printed in smaller pieces and assembled when all the 

pieces were printed. Joseph was familiar with these programs and the Ender-3 but had to improve his 

knowledge on the Ender-3 to get higher quality prints. Additional skills were developed in designing for 

3D printing components efficiently while minimizing printing errors. A rear handed circular saw was 

used to cut the wood base of the enclosure.  

Societal Impact Constraints 

Environmental Impact 

The environmental impact implications of the dots and boxes game come from the waste 

generated from 3D printing the physical device housing, and the disposal of the entire device once it is 

no longer functional or used. Depending on the type of 3D printer used, the excess materials used to 3D 

print could be disposed of in a landfill or a body of water. This leads to pollution of terrestrial, aquatic, 

and atmospheric systems [12]. The other major waste component is generated from recycling the PCB 

and microcontroller when disposing of the entire device. Most of those parts are burned to recover the 

valuable metals used in production, and the residues are disposed of in a landfill [13]. Proper recycling 

procedures must be followed to ensure that disposal results in minimal waste. Possible methods include 



desoldering electrical components from the PCB before disposal and using biodegradable 3D printing 

filament.  

Sustainability 

The lifespan of this device depends heavily on the durability of the 3D printed enclosure. Due to 

the size of the 3D printer employed, the enclosure had to be printed and assembled in multiple pieces, 

which inevitably makes the overall structure weaker. Another source of wear would come from the 

prolonged use of the input devices. An example of this would be the lifetime of the rotary encoder being 

rated for only 30,000 cycles. Since the rotary encoder is used twice per move on average, this could lead 

to a premature destruction of the device if the encoder is used more than it must be. Since all the 

components in the device are either 3D printed or electrical, it would be difficult to replace or repair 

these parts without having the proper resources or altering electrical connections. Some design changes 

could be made if this device were to go into mass manufacture that could help limit these problems. A 

cheaper, more durable design for the enclosure could be implemented to help increase drop protection, 

and different input devices that have a longer lifetime could be used to limit the frequency of repair or 

replacement. A manufacturer could also change the design of the circuitry to make individual 

components less permanent so a user would not have to desolder in order to replace a worn 

component.  

Health and Safety 

All components of the device will be protected from abrasion, and all openings to electrical 

components shall be effectively closed to minimize the risk of electric shock and electrostatic discharge 

[14]. The device will minimize sharp corners in the physical housing, to prevent cuts on skin. Since the 

physical device housing is 3D printed, it acts as an insulator, which prevents current flow to the user. It is 

possible that small components unintentionally detach from the device and can pose a choking hazard 

for young children. 

Ethical, Social, and Economic Concerns 

The applications of this device and the cost of its components make it unsuitable for consumers 

of lower socioeconomic status, due to high retail price and its main intended usage as an entertainment 

device reducing the usability of such consumers.  This device is most suitable for classroom and 

amusement venue environments, which can promote gaming and be seen as inappropriate for those 

who are against digital gaming. Since this device would be seen as too expensive for consumers of lower 

socioeconomic status, the application of this device in the classroom may only be available to more 

privileged schools. Lower privileged schools often lack funding, so they would not have the extra 

resources needed to supply a classroom with this device. Also, many lower privileged schools are 

attended by minorities and children of color, so this device could also cause some major discrepancies in 

the quality of education that these students receive [22].  

The main components with the highest cost are the PCB, LED array, user input components, wall 

transformer, and microcontroller. The total cost of those components is estimated to be under $300, 

and considering subcomponents, the total cost is projected to be well under $500. If the device were to 

go into production, the major economic constraint would be the supply of LED arrays. There is limited 

availability of LED arrays that have the programmable input type that works with our microcontroller. 

Other components can be produced in mass quantities with minimal issues. 



 

External Considerations 

External Standards 

The PCB design and manufacturing process will follow the standards set by IPC-2221 for general 

board design [15]. The component mounting and interconnection structures will follow the same 

standards.  

Programming the device using embedded C/C++ will follow the Embedded C Coding Standard 

set by the Barr Group to minimize bugs in firmware and improve the maintainability and portability of 

embedded software [16]. 

If this device were to be used in an amusement venue, it would have to fall under the United 

States Department of Labor Occupational Safety and Health Administration (OSHA) Industry Group 7999 

standards for Amusement and Recreation Services [17]. Future iterations of this design could lead to its 

classification of a device used in an establishment engaged in providing amusement or entertainment 

services.  

Components that are housed in the 3D printed frame will be protected from abrasion, and any 

openings in the frame will be effectively closed, according to OSHA standard 1910.305(b)(1)(i) [14]. 

Intellectual Property Issues 

[19] references a patent for a “dot game device”, similar in game rules to our Dots and Boxes 

implementation. What the patent claims is new is "a dot game device comprising a gameboard having a 

generally planar upper surface and including a matrix of horizontally and vertically oriented dots 

including a central dot and a plurality of concentric rows of spaced dots with the central dot and the first 

two concentric rows of dots forming a first game and the next two concentric rows of dots forming a 

second and third game, a plurality of equal length straight line segments for connecting adjacent dots, a 

plurality of equal length non-straight line segments for connecting adjacent dots and game pieces in the 

form of generally circular tokens positionable in enclosed areas formed by straight line segments 

interconnecting adjacent dots to indicate an area captured by a player when the area is completely 

enclosed by straight line segments.” Our implementation of the Dots and Boxes game is still patentable 

since it utilizes electronic components to process game logic digitally, as opposed to the patent’s 

implementation requiring users to physically place tokens and line segments. The other claims of the 

patent pertain to the structure of the physical game device, which differs from our capstone design in 

the structure of the game pieces.  

[20] references a patent for “game of skill and strategy wherein at least two players alternate 

turns and place at least one game token in at least one open border slot surrounding one or more 

playing zones”. What the patent claims is new is “a method of playing a game between a plurality of 

players using a game board, said game board including a playing area divided into a plurality of zones by 

a plurality of border slots, each of said slots adapted to receive at least one game token therein, and said 

zones sized to receive at least one game token therein, said method comprising the steps of: in 

repeating and alternating turns of each player, each player placing at least one game token in said at 

least one of said border slots, said at least one game token converting an open border slot into a closed 

border slot; claiming one or more zones by placing at least one game token within one or more of said 



zones when one of said players converts the last open border slot to a closed border slot completely 

surrounding said one or more of said zones; and determining a winner of said game by evaluating 

multiple winning criteria based any combination of a collection of groups of slots, a collection of groups 

of zones, or a number of zones claimed by each player. Our implementation of the Dots and Boxes game 

is still patentable since it is an original and unobvious improvement to this patent. Our design includes a 

physical device that uses a digital interpretation of game pieces rather than physical tokens to 

implement the game strategy detailed in the patent. The other claims of the patent pertain to additional 

rules of the game and methods to play the game, which are also encompassed in our design. 

[21] references a patent for “an apparatus which may be used to demonstrate the effect of 

adding and subtracting colors and which may also be used as a tick-tack-toe-like game”. The patent has 

the independent claim for “A three-dimensional tick-tack-toe-like game apparatus comprising: a square 

frame member having four sides and an open top portion; located within said frame member; a first 

track means connected to said frame member wherein said first track means is parallel to one pair of 

said sides and wherein said first track means forms a first preselected number of columns; a second 

track means connected to said frame member wherein said second track means is vertically spaced from 

said first track means and wherein said second track means forms a second preselected number of 

columns; a first preselected number of light transmitting elements having preselected colors slidably 

mounted within each of said columns of said first track means wherein said elements form a first layer 

having said first preselected number of columns and a first preselected number of rows, said first 

preselected number of rows being determined by the number of elements in one of said columns 

whereby said first layer comprises a preselected number of squares having a preselected color pattern; 

a second preselected number of light transmitting elements having preselected colors slidably mounted 

within each of said columns of said second track means wherein said elements form a second layer 

having said second number of preselected columns and a second preselected number of rows, said 

second number of rows being determined by the number of elements in one of said columns whereby 

said second layer comprises a preselected number of squares having a preselected color pattern; a light 

source located within said frame member and adjacent to said second layer of elements which 

illuminates said first layer of elements through said second layer of elements; and additional light 

transmitting elements having preselected colors wherein said additional elements are adapted to 

slidably replace any one of the outer elements in any row or column of said first layer and said second 

layer thereby changing the color of one of said squares when viewed through said open top portion.” 

This patent could be comparable to the implementation of the LED matrix in our game representation. 

However, our design is patentable since it presents an original usage of light emitting elements for a 

game, as well as original input methods for the game. The patent assumes users play the game 

physically by placing elements on the game board, but our implementation of the game involves users 

using the input devices (joystick, rotary encoder, push button) to control player movement. The other 

claims in the patent pertain to how a tick-tack-toe game is implemented with the light emitting 

elements, which is unrelated to our capstone design. 

Detailed Technical Description of Project 
The system design can be divided into the main categories: 

1. Hardware 

a. Components 



b. Schematics 

c. PCB Design 

2. Software 

a. Game Algorithm 

b. User Input Processing 

c. Output Processing 

Hardware Technical Description 

The hardware for this device includes a PCB that contains components and connectors to each 

individual subsystem for the overall system. The subsystems include the input controls, scoreboard, 

microcontroller, power supply, and LED matrix. The design of these subsystems is outlined and detailed 

in the sections that follow.  

Power Supply 

The power supply input is a 12V 60W wall transformer [26] that connects to the PCB via a barrel 

jack connector [27]. The 12V power is then stepped down to 5V and 3.3V using a 5V switching regulator 

[28] and a 3.3V linear regulator [29]. The 5V switching regulator utilizes two input capacitors at 47uF and 

1uF. It is important to have low ripple voltage presented at the input of the regulator so the large values 

of capacitance account for this. The design choice of two capacitors in parallel deals with the minimum 

capacitance needed since ceramic capacitors tend to have high voltage coefficients. The regulator also 

makes use of an output capacitor at 270uF, an inductor at 3.3uH, a boot-strap capacitor at 0.01uF, and a 

Schottky diode rated for 150V at 10A. These parts act as the most vital external components of the 

switching regulator and allow the regulator to experience low losses. The 3.3V linear regulator makes 

use of an input capacitor at 2.2uF, an output capacitor at 1uF, and a noise reducing capacitor at 0.01uF. 

All design choices for the power supply were determined using the desired output voltages and current, 

datasheet specifications, and TI WeBench recommendations.  

 

Figure 2. Power Supply Schematic 



Inputs 

In order to make the software development for the game as easy as possible, three inputs were 

chosen to be used to allow for an intuitive feel for playing the game. A two-axis joystick [30] was 

selected to be used as a cursor that would hover over a dot in the grid. A rotary encoder [31] was 

selected to allow the user to rotate around the dot that was being hovered over to help select an edge. 

A pushbutton [32] was selected to allow the user to lock in their choice of line.  

The joystick is an analog output device that consists of two potentiometers, one for each axis. As 

the user moves the joystick in certain directions, the changing output voltages would be fed to the 

MSP432 ADC to be processed as moves.  

The pushbutton is simply a button that was designed to pull down the voltage being presented 

to the microcontroller when pressed. This presents an inherent danger to the microcontroller as voltage 

spikes and over currents have potential to be delivered to it. Input protections such as transient voltage 

suppression (TVS) diodes [38], current limiting resistors, and a capacitor that also protects against over 

voltage and smooths change in value that is presented to the microcontroller. Since the rotary encoder 

presents the same kind of input into the microcontroller, the same input protection was used for it as 

well.  

 

Figure 3. Joystick Schematic 



 

Figure 4. Rotary Encoder Schematic 

 

Figure 5. Pushbutton Schematic 

Scoreboard 

The scoreboard consists of two, 2-digit 7 segment displays [33] and accompanying driver chips 

[34]. The 7 segment displays were a common cathode configuration. The driver chips used I2C to 

communicate to the microcontroller and display the needed score on their respective 7 segment 

displays. Bypass capacitors at 0.1uF were used for each as well as a 22pF capacitor to set the internal 

oscillator in the chip to allow for blinking if necessary. A 56kΩ resistor was used to set the maximum 

current that was to be delivered to each segment on the 7 segment displays as well as a recommended 



pullup resistor on the data line to the MSP432. It is important to note that the software for these chips 

did not work for the end product, but it is still necessary to mention them in the overall schematic.  

 

Figure 6. Single Scoreboard Schematic 

LED Matrix 

Function MSP Port Pin Function MSP Port Pin 

R1 3.2 G1 6.1 

B1 3.3 GND GND 

R2 4.1 G2 4.0 

B2 4.3 GND GND 

A 1.5 B 4.2 

C 4.7 D 4.4 

ClK 4.4 LAT 4.5 

OE 5.5 GND GND 

Joystick X axis 5.0 Joystick Y axis 5.1 

Encoder A 3.5 Encoder B 3.6 

Push Button 5.2   

Table 1. LED matrix port mappings 

The interface to the LED matrix consists of 16 pins shown in Table 1, three of which are ground 

pins. The 32x32 LED matrix board is driven by 4-bit multiplexing, where two lines, 16 rows apart, will be 



written at a time. The select bits for the rows are indicated by A, B, C, and D; A being the least significant 

bit and D being the most significant bit in row selection top to bottom. R1, G1, and B1 are the color 

select bits for the pixels of the first[top] row, respectively, R2, G2, and B2 are the color-select bits 

second[bottom] row. These bits dictate if the red, green, or blue LEDs will be turned on or not. LAT 

indicates the end of a row being written, CLK is the clock bit, and OE is the output enabled. OE allows 

different displays to be daisy-chained, which is not needed for this project and always set to zero. All 

data pins were connected to the MSP, shown in table 1, where they were set to GPIO output pins. 

 

Figure 7. LED Matrix Connection 

Microcontroller 

An MSP432P401R was chosen for this application because it was something the design team 

already had. Figure 8 simply shows how the pins for the MSP432 were connected. Test points were 

placed on the unused pins of the MSP432 to allow for readings of outputs that would be difficult to 

reach otherwise. The MSP432 was powered using a 5V USB-A connector [36].  



 

Figure 8. MSP432 Schematic 

Overall System 

Figure 9 shows how the overall system’s subsystems interface with one another in a top-level 

diagram.  



 

Figure 9. Overall Schematic 

PCB Design 

The PCB was designed using the constraints that are outlined in the physical constraints section 

according to Advanced Circuits. With that being said, since it was vital that the user had access to the 

inputs and scoreboard, the placement of those parts would need to be placed in a sensible way. The rest 

of the components were placed in a way where they would not interact with the major components and 

3D enclosure. Figure 10 shows the final board layout.  

Figure 10. Board Layout 

Due to the use of many surface mount components and the ease of manufacturing, a ground 

plane was included on the top layer which is the red zone shown in Figure 10. Once the major 

components were place in a sensible way, the rest of the components were placed in a way that made 

routing traces and placing test points easier. A trace width calculator was used to ensure that the large 

amounts of current needing to be delivered to certain parts of the board could be efficiently delivered. 

The bypass capacitors that were used for each chip were placed as close to the input terminals as 

possible. Vias were used to help limit the amount of long, winding traces that would have surrounded 



the perimeter of the PCB had they not been used otherwise. This PCB also had to be small enough to fit 

inside of a 3D printed enclosure. Spade connectors that were not shown on the schematic were added 

so the LED matrix could be powered from the PCB instead of another wall outlet. Figure 11 shows the 

fully populated board.  

 

Figure 11. Fully Populated PCB 

 

Software Technical Description 

User Input Processing 

User input processing involves obtaining data from the user input devices (joystick, rotary 

encoder, push button) and converting that data into various states that are put in a queue. The queue is 

processed by the game algorithm, which interprets the moves and sends instructions to the output 

devices (LED matrix, scoreboard).  

The COM-9032 joystick is used to select a dot in the game. It consists of two 10k Ohm 

potentiometers that vary a voltage input between 0 and 5 volts. The neutral position of the 

potentiometers is interpreted as 2.5 V. To process the voltage inputs from the joystick, the ADC14 

functionality of the MSP432P401R is used. The ADC14 is configured for SHM pulse-mode, SMCLK clock 

source, sequence-of-channels mode, 32 clock cycles sample and hold time, and multiple sample 

conversion continue enabled. The conversion storage registers MEM0 and MEM1 are mapped to pins 

5.1 and 5.0 respectively, with MEM1 set to end of sequence. Joystick values are sampled every 1 ms, 

and the converted values between 0 and 16383 are stored in their MEM registers. Since the final design 

powers the joysticks with the 5V supply instead of the 3.3V supply, unintentionally, the ranges for the 

conversion values were modified as follows: neutral is MEM0 >11000 && MEM1>11000, up is MEM0 < 



5000, down is MEM0 > 14000, left is MEM1 < 5000, and right is MEM1 > 13000. Based on these 

expressions, the state of the joystick is stored in a global variable and processed by the input queue. 

The EN11 rotary encoder input device is used to determine which line around a dot the player 

wanted to draw. It consists of two outputs, A and B, which generate square wave pulses 90 degrees out 

of phase upon rotating and making contact with the common pin (which is ground), with A preceding B 

for counterclockwise rotations and B preceding A for clockwise rotations. The pull up resistors are set in 

the PCB design, so the common pin is set to ground accordingly. To process the encoder A and B 

outputs, they are set to pins 3.5 and 3.6 respectively. Upon a pin 3.5 (A) interrupt, the interrupt handler 

checks if 3.6 (B) is high. If it is, the state of the encoder was set to clockwise, otherwise, the state is set 

to counterclockwise in a global variable.  

The KS single pole key switch is used as a push button to lock in the player’s line selection. It is 

configured on pin 5.2 with a pull up resistor set in the PCB. The button is polled every 5 ms, which is its 

standard bounce time, and if pin 5.2 is low when polled, the state is updated to be pressed in a global 

variable, and if the pin is high when polled, the state is set to not pressed.   

The input queue was created to solve the issue of moves being processed by game logic every 

100 ms. If there was no limit in processing the moves, the joystick and encoder inputs would be 

processed too quickly, resulting in excessive moves. Without the queue, the final move at the end of the 

100 ms would be processed, which can result in unintended moves; for instance, if the joystick moved 

right and back to neutral within 100 ms, the move right is not processed. The input queue maps each 

input to an integer number and stores each move done within 100 ms in a queue, so the game logic can 

process only the first move.    

Game Algorithm 

A high-level control algorithm for game logic is shown in Figure 12 and can be broken down into four 

parts: input validation, game logic computation, output update, and score collection. 



 

Figure 12. Control Algorithm Flow Chart 

 

For every 100ms, the LED board the game logic processing function was called in the while loop 

of the main function. At the beginning of this function, a snapshot of the first input in the input queue 

was taken. Then this input was validated, this filters illegal moves which includes, selecting an edge that 

was already selected, selecting an edge when no edge is highlighted, and attempting to move out of 

bounds. If any illegal move was detected, then the input queue was cleared and the game waits for the 

next cycle. 

Once a legal move is processed, they are categorized into three categories: dot movement, edge 

movement, and edge confirmation. Note that each category corresponds to a different input 

mechanism. Dot selection simply takes in the joystick values, given as up, down, left, and right, unselect 

the current dot, and select the dot in the desired direction. The selected dot is green and dots that are 

not selected are blue. The past selected the dot, and any selected edge was reverted to its original color. 

Selecting a new dot is done by incrementing or decrementing the selected dot coordinates by 2. 

Edge movement takes in the encoder state, which is either clockwise or counterclockwise, which 

dictates the direction that the selected edge will rotate around the selected dot. At the beginning of the 

game or when the hovered dot moves, there will be no hovered edge around the dot. In this case, the 

right edge will hover on a clockwise turn and left edge will hover on a counterclockwise turn. If there is 

already a hovered edge, then the old edge will simply be un-hovered and the next immediate edge in 



the given direction will be hovered. The code is written to account for dots on the corner or the edge of 

the board where there may be only 2 or 3 edges around the dot. An already selected edge will be teal, 

the current selection of edge will be red if it’s a valid move and blue if it's an invalid move. An invalid 

move is hovering over an already selected edge that is in play. 

Edge confirmation is the act of selecting the hovered edge as the player’s action, this is signaled 

by the press of the button. This move will be invalid if there are no hovered edge, or the hovered edge 

are already played. In the case of a valid confirmation, then the edge will be marked as played ,turning 

from red to purple, and adjacent boxes will be checked for score. All four edges of adjacent boxes will be 

checked, and if they are all selected, then the player gets to claim that box and increment their score. 

The player also gets to go again. Claimed boxes will display white for player 1 and yellow for player 2. 

Note that the code accounts for edges that only have one adjacent box. 

Finally, if an edge is confirmed as selected then a cleanup sequence will begin. First, the game 

logic will see if the game has ended, this is done by simply adding the score of both players and 

comparing it with the total number of boxes. If the game has ended, the no more moves will be 

processed, the winner will be displayed, and the player can press the button to reset the game. If the 

game has not ended, then the player will change, and the score will be updated. The input queue will be 

cleared.  

Output Processing 

Each row of the LED Matrix consists of 32 LED pixels. The end of each row data is indicated by 

the toggle of LAT. After which the RGB data of the 32 pixels were written, separated by a clock toggle. 

This process was repeated 16 times to write all 32 rows of the LED board, note that two rows were 

written each time. During initial testing of the LED board, there was a ghosting issue, where the image of 

the previous image seems to persist for a short amount of time. To combat this issue, after each refresh 

of the board, a routine to clear the board to complete black is called. This successfully resolved the issue 

and decreased the brightness of the LED board, which came as a bonus. 

The LED board is divided into two sections, the bottom 5 rows arere reserved for displaying the 

current player, the score, and any error messages. The top 26 rows were used to display the dots and 

boxes, with one row reserved as a buffer between the bottom and the top section. The top section of 

the board is updated whenever a valid move is detected since that will cause a change in the 

representation of the dots and boxes. The bottom section of the board is updated whenever the button 

is detected as pushed since that will cause a change in the player score and the current player. Both 

sections reside on a large 32x32 matrix where the value in the matrix maps to a different color, shown in 

Table 2, but the methods that update the different sections are different. Note that these are updates to 

the RGB data of the pixels, the board is constantly refreshed. 

Table 2. Matrix color representation 

Matrix Value Color 

0 Black 

1 Blue 

2 Green 

3 Teal 

4 Red 



5 Purple 

6 Yellow 

7 White 

To drive the top section of the board, the game representation board, given by the game logic, is 

translated to fit the size of the LED. In the game representation board, an inner box only takes one 

square of the matrix, but in the LED matrix, multiple pixels could be used to represent the box. The size 

of the inner box is determined by the maximum size that could fit the desired box arrangement in the 

given LED matrix. All dots have a dimension of 1x1 pixel, and all edges have a width of 1 pixel and a 

length of the inner box size. Auxiliary functions were written to aid the process of drawing out the dots, 

the edges, and the boxes. Each of these functions takes in an x and y coordinate on the game 

representation board, and a color. The functions then translate the x and y coordinate into an area of 

LED pixel that represents the game article and writes the desired color on to the LED matrix. 

The bottom section of the board is driven differently, where text displays were desired as 

opposed to individual pixels. Special text and digit matrices, of the size 3x5, were constructed to map 

the text to their respective pixel representations. A starting point was given, and the 3x5 space to the 

bottom and right of the starting pixel on the LED matrix would be replaced by the text matrix. The “p” 

and the “:” to represent which player is playing and to display the score is statically written onto the 

bottom section, in which the score and the player ID are updated dynamically in the game logic. 

The top and bottom sections combine to make a full 32x32 representation of the LED matrix. 

The refresh routine of the matrix is constantly called in the background to ensure the maximum refresh 

speed and prevent flickering. The routine is also optimized through the usage of switch statements in 

row and RBG selection for maximum refresh speed. During the refresh routine of the board, the 

translated 32x32 matrix is constantly pulled to give the RBG data desired to be displayed. 

Note that the final design did not use the 7 segment displays as the scoreboard, as the Inter-

Integrated Circuit (I2C) communication protocol was not able to be implemented functionally within the 

project's time constraints. Instead, the scoreboard and error messages were implemented at the bottom 

of the LED matrix. 

Project Time Line 
A free Gantt chart creation tool was used to create a proposed timeline of the project and was 

updated to reflect our actual progression through the project. Key dates to the project are shown in 

blue, namely highlighting the board send out dates, midterm design review, and final demonstration. 

The larger tasks of PCB design and embedded coding were parallelized and broken up into their relevant 

subsections. The tasks within the PCB design and embedded coding could be completed in a parallel 

fashion, with the game algorithm being developed while input and matrix code were developed. PCB 

design was parallelized but certain sections such as the power supply would be important to finalize 

first. The CAD design of the enclosure relied on taking dimensions from the PCB after it was assembled 

to get the real dimensions of the board and matrix required to properly house the component. The final 

tests of the embedded code relied on ordered parts to arrive, and sometimes relied on testing on the 

assembled PCB. As such, these tasks relied on the PCB to be completed as soon as possible. It was key to 

order parts as soon as possible and design the PCB to meet the send out dates as early as possible.  



The Gantt chart from the proposal of the project is shown below in Figure 13 with an updated 

version shown in Figure 14. The largest difference between the timelines is that it took much longer 

than expected to develop the LED matrix code, and that revisions were necessary to our PCB design. The 

power supply was revised to take less surface area on the board, and a revised board with changes for 

the LED matrix and updated power supply was sent out for the final send out. Testing of the PCB was 

also drawn out longer in reality as various components became available to test with the embedded 

code as they arrived. The CAD of the enclosure was also moved to the end of the project to ensure that 

the assembled PCB dimensions could be considered when designing the housing. The embedded code 

for the LED matrix also took longer than expected as a shift in the design choice from using a driver chip 

to a direct connection required a fresh start in development. The scoreboard implementation also was 

put toward the end as the scoreboard drivers chosen were difficult to test without an assembled PCB.  

 



Figure 13. Proposed Gantt

 

Figure 14. Finalized Gantt Chart 

Boheng was the lead member of the group responsible for the dots and boxes game algorithm 

itself, as well as how that code accepts inputs and sends output to the LED matrix. He acted as a 

secondary group member for developing input code and writing updated LED matrix code.  

Jacob was the primary group member responsible for designing the PCB and the necessary 

circuits power supply, input protection, and the scoreboard drivers. In doing so, he had to do the 

necessary research to select components for each subsystem. He assembled and tested the PCB to 

verify that the circuits on the PCB were working as intended. Beyond this, he helped with the design and 

assembly of the 3D printed enclosure.  

James primarily worked on the user input code, utilizing the joystick, rotary encoder, and push 

button to change an input image in the game code. He used interrupt routines and implemented a 

queue for the inputs to be read by the game logic using C programming. James also worked on 

displaying the score and game messages such as error codes or establishing the winner. 

Joseph was the primary group member responsible for the LED matrix drivers. After initial 

attempts to use a driver chip, the final code for the LED matrix was developed by Boheng with some 

optimizations being implemented by Joseph. Joseph also took the lead on designing the 3D printed 

enclosure and getting the parts printed for the enclosure. Joseph also helped with PCB assembly and 

hardware testing.  

 



Test Plan 

 

Figure 15. Input Test Plan 

The input device testing plan is divided into two main sub modules: initial testing on a 

breadboard, and testing on the PCB with test pins. The test plan for the input devices was followed, and 

each was verified initially on a breadboard connected to the MSP432P401R pins. After the components 

were soldered onto the PCB, the input devices were verified to be working by following the test plan and 

utilizing the test points to verify proper input signals.  



 

Figure 16. Output Test Plan 

The output devices testing plan is also divided into two main sub modules: testing the LED 

matrix and testing the 7 segment scoreboard. The LED matrix 16 pin connection was tested and verified 

for a fully lit matrix of varying colors. After the matrix connections were soldered onto the PCB, the LED 

matrix was tested and verified again for a fully lit matrix of varying colors. The 7-segment display was 

unable to be tested with the full system due to software setbacks. Rather, the scoreboard feature was 

tested on the LED matrix. 

A version of the game was constructed using the terminal output and keyboard inputs. A game 

was played on a 4x4 board to test its desired behavior. The output was simulated with a mock write 

pixel function where all game articles are 1 x 1 pixel. The terminal displays a mock LED board, player 

score, error codes, and relevant variables. The second part of the test consists of putting the terminal 

game with actual input components. This is to verify that the input will cause desired output behavior 

and allows us to isolate problems as they appear. Finally, the terminal output was replaced by the LED 

matrix to perform a full test. 

Once the inputs and outputs were verified individually, the full system was tested by verifying 

the moves were processed correctly in the CCS registers debugger and on the LED Matrix. The game 

logic was tested by verifying valid moves and invalid moves. The scoreboard was tested by playing full 

games and verifying the score is concurrent with what is displayed on the LED matrix. The matrix is 

verified by cross-referencing the board representation on the CCS expression viewer. 

   

 

Final Results 
The success criteria defined in the initial proposal are defined below. 



• Power source powers all components 

• Users can accurately input controls 

• Scoreboard accurately displays correct score 

• Scoreboard accurately displays winner of game 

• Invalid moves cannot be made 

• Valid moves can be processed 

• Input to output response time is shorter than 50 milliseconds 

• Game can be restarted without having to be powered down 

The device that was achieved adhered to and met these criteria. The power supply could power 

all components such as the input controls, microcontroller, and LED array. There was no strain on any of 

the power supply components as the device powered for 3 consecutive hours and no residual heat was 

being produced by the regulators or components in the circuitry. The game logic was successful in 

accurately displaying the input controls and processing valid moves made the user. Invalid moves were 

not processed by the game logic and instead error messages were displayed when an invalid move was 

attempted. Error 1 was displayed when a user tried to select a line that was already drawn, Error 2 was 

displayed when a user tried to select a line when a line was not yet displayed, and Error 3 was displayed 

when the user attempted to move the cursor out of the parameters of the game. The game could be 

restarted without being powered down if it was completed. According to our final game logic, a game 

was deemed complete when all boxes in the game had been claimed. All input controls would quit 

working except for the pushbutton which could be pressed to reset the game to the beginning state.  

The scoreboard that was intended at the start of the design did not work as planned. The 7 

segment displays that were included in the design with the purpose of displaying the score of each 

player and then displaying the winner upon completion of the game did not work correctly. However, 

after learning that it would take too long to debug the software for the 7 segment display drivers, a 

design change was made to display the score and winner on the LED array. This worked as intended and 

allowed for more creativity than the 7 segment displays would allow.  

The input to output response time is another criterion that partially worked. The LED array was 

able to refresh its display in under 50 milliseconds as the LED array would have appeared to flicker if it 

refreshed in over this time. The pushbutton and rotary encoder’s response time was also under the 50 

milliseconds target. The joystick also met this target but did not appear so to the user. Since the joystick 

utilizes two potentiometers, one for each axis, in order to make it usable, a dead zone had to be 

established so the joystick was not overly sensitive. The user had to move the joystick in the desired 

direction over half the distance to the edge of the joystick’s axis for a move to be processed. Once this 

had been done, the microcontroller was able to process the move in under 50 milliseconds, but since 

the overall movement of the joystick to the outer regions where a move would be processed took longer 

than 50 milliseconds, the input to output response time appeared to take longer than the desired 50 

milliseconds. Overall, the device was able to meet all the established criteria as described above.  

Costs 
The cost of one Dots and Boxes game as designed through this project cost $231.92. A 

breakdown of the costs associated per 1 unit and estimated cost per 10,000 units is shown in Table 3.  



Table 3. Dots and Boxes Costs 

 Cost per 1 Unit Cost per 10,000 Units 

MSP432P401R $24.99 $24.99 

32x32 RGB Matrix Panel $34.95 $34.95 

PCB $33 $10.00 

PCB Components $138.98 $93.20 

Total $231.92 $163.14 

 

The most expensive part of the game is the PCB and PCB components. These costs will be 

significantly reduced in higher quantities, with the PCB and component costs coming in at $171.98 per 1 

unit and $103.20 per 10,000 units, which is a 40% reduction in cost. The unit costs are based on 

Advanced Circuits’ special price for 2-layer boards for the 1-unit production, and their custom quote for 

the 10,000-unit production. PCB component costs were reached by adding the individual component 

costs from Digikey for both 1- and 5,000-10,000-unit price listings. A more detailed breakdown of costs 

can be found in Appendix Table 4. The MSP432P401R price is unfortunately high, and to get 10,000 units 

may be difficult as suppliers have discontinued stocking it. As such, for a 10,000-unit production, a 

replacement microcontroller would have to be sourced and made compatible with the PCB design. 

Similarly, the 32x32 RGB matrix panel is not stocked in high quantity and to get a good deal on many 

may be difficult. However, since a replacement panel with the exact same input configuration would be 

difficult to source, it is hard to reduce the cost associated with the LED matrix. Although the 1-unit 

production was assembled by hand, to produce 10,000 units, use of SMT and pick-and-place machinery 

would be necessary. For the enclosure, the 3D printing costs of material was $7.82, but using custom 

molds to create components of the enclosure will be necessary for 10,000 units. 

Future Work 
This project has multiple ways that it can be improved or expanded upon in the future. The first 

being an improvement on the durability of the 3D printed enclosure and input parts. As stated in a 

previous section, the 3D printer that was employed was not big enough to print the entire piece as one. 

Therefore, a larger printer could be used, or a different material could be used altogether. An 

improvement could’ve been made to make the input controls more intuitive to use as many people as 

possible in our final demonstration mistakenly pushed our rotary encoder and joystick to try and select a 

move.  

This project could be expanded to include an option for an AI to play against instead of it being 

purely player v. player. This would be a lot more involved, but it would bring a new aspect to our game. 

It could also be expanded to include more games than just dots and boxes. Instead, the final device 

could be a general-purpose game console with multiple games loaded onto the device.  

A difficulty that was not foreseen that took a considerable amount of time to work around was 

interfacing with the LED array. It is important to do the proper research on what type of component 

would best suit your needs before deciding on purchasing it. It is also very important to use devices that 

have a fair bit of documentation in the form of datasheets and information regarding how to use the 

component. As much as it is stressed by professors and other faculty, time management and 



communication are key. There are a lot of problems that could be avoided by a simple conversation and 

sticking to a strict plan about what is to be done and when is to be done by.  
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